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Compilers are important!
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Buggy Compilers

• Unintended behaviors of developed programs
• Increased debugging difficulty
• ……

Harmful!!!



Compiler Testing
--- guaranteeing compiler quality 
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Test Oracle
---One Challenge in Compiler Testing
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Compiler Testing Techniques

RDT[1] DOL EMI[2]

[1] W. M. McKeeman. Differential testing for software. Digital Technical Journal, 1998.
[2] V. Le, M. Afshari, Z. Su. Compiler validation via equivalence modulo inputs, PLDI, 2014.



Randomized Differential Testing

RDT[1]

[1] W. M. McKeeman. Differential testing for software. Digital Technical Journal, 1998.

• Assume different compilers are implemented 
based on the same specification

• Detect bugs by comparing the outputs of these 
compilers for the same test program

Test Oracle:
≥2 comparable compilers



Different Optimization Levels
--- variant of RDT

RDT[1] DOL

[1] W. M. McKeeman. Differential testing for software. Digital Technical Journal, 1998.

Compare the output of one 
compiler at different 
optimization levels for 
the same test program

Test Oracle:
A compiler with 
various 
optimization levels



Equivalence Modulo Inputs

EMI[2]

[2] V. Le, M. Afshari, Z. Su. Compiler validation via equivalence modulo inputs, PLDI, 2014.

• Comparison between a test program and its 
variants whose behaviors are regarded as 
equivalent under a set of test inputs for this 
test program

main(){
int x=1;
if(x==1) 

printf(“x=1”);
if(x==2)
printf(“x=2”);
…

}

main(){
int x=1;
if(x==1) 

printf(“x=1”);
if(x==2)
printf(“x=2”);
…

} QiP

Test Oracle:
Program and its variants with equivalent 
behaviors under some test inputs



Systematic and Comprehensive 
Empirical Comparison

RDT[1] DOL EMI[2]

[1] W. M. McKeeman. Differential testing for software. Digital Technical Journal, 1998.
[2] V. Le, M. Afshari, Z. Su. Compiler validation via equivalence modulo inputs, PLDI, 2014.

Widely used 
in practice

Which 
is 

better?



Measurement

Ideal: 
number of detected bugs 

• Number of bugs manually identified

Scalability Problem

• Number of test programs triggering bugs

Highly Inaccurate

Two Alternative Measurements



Correcting Commits
For any test program triggering a bug of a compiler C 
whose commit version is x (e.g., V0)

• check subsequent commits of the compiler and 
determine which commit corrects the bug.

Same Bug:
• the version triggering the bug---

depth-first algorithm 
• the version correcting the bug---

binary search algorithm



Study Design

GCC 4.4.3 LLVM 2.6 (Clang)

RDT[1] DOL EMI[2]



Four Studies

1.Measurement 
Comparison

2.Technique 
Comparison

3.Factor Impact
4.Optimization 

Influence

Empirical Studies on Compiler Testing



Study 1:
Measurement Comparison

manually check five commits of GCC, each of 
which fixes only one GCC bug

Finding 1: (on measurement)
• Number of test programs triggering bugs is inaccurate 
• Number of correcting commits is necessary



Study 2: 
Effectiveness Comparison
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Study 2: 
Effectiveness Comparison

number of 
detected bugs

number of bugs detected
per 10 hours

time to detect
the first bug

Finding 2: 
• DOL seems to be the most effective at detecting GCC bugs
• RDT seems to be the most effective at detecting LLVM bugs



Study 2: 
Substitutability Comparison

• Unique Bugs: bugs detected by only one compiler testing technique
• More unique bugs less substitutable

Finding 3: 
• DOL: more effective at detecting GCC unique bugs
• RDT: more effective at detecting LLVM unique bugs
• RDT can be substituted by DOL completely in detecting GCC bugs



Study 2: 
Optimization-Related/Irrelevant Bugs 

• optimization-related bugs: bugs detected through DOL
• optimization-irrelevant bugs: otherwise

Finding 4: 
• Optimization-related bugs: DOL seems to be more effective
• Optimization-irrelevant bugs: RDT seems to be more effective
• GCC may have more optimization-related bugs



Study 3: 
Impact of Efficiency

• Efficiency: #test programs being tested given a fixed period of time

Finding 5: 
DOL is the most efficient, whereas EMI is the least efficient one



Study 3: 
Strength of test oracles

• Strength of test oracles: given the same test programs, which 
technique detects more bugs?

Finding 6: 
• RDT and DOL oracles are stronger than EMI oracle.
• RDT oracle is not weaker than DOL oracle.



Study 3: 
Effectiveness of generated test programs

• Effectiveness of generated test programs:
• randomly generated programs 
• variants generated by EMI

Finding 7: 
Variants generated by EMI are less effective than randomly 
generated programs by CSmith, but they are a complement to 
randomly generated programs.



Study 3: 
Statistical Analysis

• Efficiency
• Strength of test oracles
• Effectiveness of generated test programs

Finding 8: 
• All the three factors have statistically significant impact
• Efficiency has the most significant impact
• The effectiveness of generated test programs has the least 

significant impact.



Study 4: 
Influence of Optimization Levels

Finding 9:
As some compiler bugs are only triggered by lower optimization 
levels alone, it is necessary to test a compiler with various 
optimization levels.



Conclusions
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